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Executive Summary

This document, “REST API Design Guidelines Part 5” provides information for the development of TM Forum APIs using REST.

It provides recommendations and guidelines on JSON Patch extension to manage arrays.
1. JSON Patch extension to manage arrays

1.1 Introduction

JavaScript Object Notation (JSON) [RFC4627] is a common format for the exchange and storage of structured data. HTTP PATCH [RFC5789] extends the Hypertext Transfer Protocol (HTTP) [RFC2616] with a method to perform partial modifications to resources.

JSON Patch [RFC6902] is a format for expressing a sequence of operations to apply to a target JSON document for use with the HTTP PATCH method.

The use of JSON Patch to make partial updates to a JSON document or to a data structure where the update affects a specific element within an array requires indicating (via array index pointer) the position that the impacted element holds within the array.

JSON Patch Query is a format that extends JSON Patch in order to handle partial updates of elements within an array without previous knowledge of the order in which the impacted elements are located within the array.

Using JSON Patch Query there is no need to refer to indexes within the array but use the contents of the different parameters defining the structure as the reference to identify each individual element within the array.

1.2 Conventions

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119 [RFC2119].

1.3 Document Structure

A JSON Patch Query document follows the same structure as a JSON Patch [RFC6902] document, which represents an array of objects, each object representing a single operation to be applied to the target JSON document, but the "path" member includes a query parameter to allow identifying uniquely the element within an array that is impacted by the operation.

Due to the additional functionality provided by the current document, the JSON Patch document mime type is defined as: “application/json-patch-query+json”

The following is an example JSON Patch Query document, transferred in an HTTP PATCH request:

```
PATCH /my/data HTTP/1.1
Host: example.org
Content-Length: 326
```
Content-Type: application/json-patch+query

[
    { "op": "remove", "path": "/a/b/c?elemInC=value" },
    { "op": "replace", "path": "/a/b/c?elemInC=value", "value": 42 }
]

Evaluation of a JSON Patch Query document is performed in the same way as for a JSON Patch document.

Refer to Examples section below for a list of examples of the use of JSON Patch Query document for partial update of a resource.

With the addition of the Design Guidelines 6 - JSON Patch, the JSON Patch Query has been updated to support the addition selector called “filter” allowing the enhancement of the query with the JSON Path syntax.

The following is an example of the JSON Patch Query document, transferred in an HTTP PATCH request, where the query string takes as value the “filter” selector with the JSONPath expression:

```json
[
    {
        "op": "add",
        "path": "note[?(@.author=='John Doe')] ",
        "value": {
            "text": "Informed"
        }
    }
]
```

For further information on JSON Path selectors see Design Guidelines 6 and further examples below in the document.

### 1.4 Operations

Operation in a JSON Patch Query document are handled in the same way as for a JSON Patch document but the query parameter in the “path” member is used to identify the element within an array that is impacted by the operation, the one that matches all the criteria included in the query expression.

When the query is not required because the array index can be used, this format is handled in the same way as JSON Patch [RFC6902].

Refer to Examples section below for a list of examples of the use of JSON Patch Query document for different operations on a resource.
1.5 Error Handling

Same as for a JSON Patch document, if a normative requirement is violated by a JSON Patch Query document, or if an operation is not successful, evaluation of the document SHOULD terminate and application of the entire patch document SHALL NOT be deemed successful.

See [RFC5789], Section 2.2 for considerations regarding handling errors when JSON Patch is used with the HTTP PATCH method, including suggested status codes to use to indicate various conditions.

In addition to the above, if the “filter” selector is being used in the query string and the expression fails at the syntax level a 400 Bad Request MUST be returned. If the JSON Path is not supported by the server implementation, but the client is making use of it in the “filter” selector a 501 Not Implemented MUST be returned.

1.6 Examples

This section presents a set of examples of different PATCH update operations using JSON Patch document, based on real TM Forum APIs published at the time of producing this guideline.

1.6.1 Example 1 - Adding an attribute to one of the components of an array

Considering a Ticket resource such as

/{TroubleTicket-apiRoot}/troubleTicket/{IDtt1}

{
  "id": "1",
  "correlationId": "TT53482",
  ...
  ...
  "note": [{
    "date": "2013-07-24T09:55:30.0Z",
    "author": "Arthur Evans"
  },
  {
    "date": "2013-07-25T08:55:12.0Z",
    "author": "John Doe"
  }]
}
A JSON Patch document such as

```
[
    { "op": "add", "path": "/note/text?note.author=John Doe", "value": "Informed"}
]
```

Meaning: add to the note structure, to the component within the array whose attribute `author` has a value of “John Doe” (the second component within the array), a new attribute with name `text` and value “Informed”

would result in the following updated Ticket resource

```
{
    "id": "1",
    "correlationId": "TT53482",
    ...
    ...
    "note": [{
        "date": "2013-07-24T09:55:30.0Z",
        "author": "Arthur Evans"
    },
    {
        "date": "2013-07-25T08:55:12.0Z",
        "author": "John Doe",
        "text": "Informed"
    }]
}
```

### 1.6.2 Example 2 - Removing one of the components of an Array Element (the whole structure)

Considering a Ticket resource such as

```
/{TroubleTicket-apiRoot}/troubleTicket/{IDtt1}
```
A JSON Patch document such as

[
  
  { "op": "remove", "path": "/note?note.author=John Doe" }
]

Meaning: remove from the note structure the component within the array whose attribute
author has a value of “John Doe” (the second component within the array)

would result in the following Ticket resource
1.6.3 Example 3 - Removing an attribute from one of the components of an array

Considering a Product resource such as

/{ProductInventory-apiRoot}/product/{IDprd1}

{
    "id": "4501",
    "description": "This product .... ",
    ...
    ...
    "productPrice": [{
        "name": "Regular Price",
        "priceType": "recurring",
        ...
        ...
        "prodPriceAlteration": {

"name": "Shipping Discount",
"description": "This prod price alteration ...

... ...

},

"price": {...

},

{

"name": "Setup Price",
"priceType": "one time",
... ... "price": {...

}

}

A JSON Patch document such as

[ 

{ "op": "remove", "path": "/productPrice/prodPriceAlteration?prodPrice.name=Regular Price" }

]

Meaning: remove from the product structure, from the component within the array whose attribute name has a value of "Regular Price" (the first component within the array), the attribute prodPriceAlteration

would result in the following Product resource

{ 

"id": "4501",
"description": "This product .....",
... ...

}
"productPrice": [{
    "name": "Regular Price",
    "priceType": "recurring",
    ...
    ...
    "price" : {...}
  },
  {
    "name": "Setup Price",
    "priceType": "one time",
    ...
    ...
    "price" : {...}
  }]
}

1.6.4 Example 4 - Removing a complete complex structure component of an array

Considering a Product resource such as

/{ProductInventory-apiRoot}/product/{IDprd1}

{ "id": "4501",
  "description": "This product .... ",
  ...
  ...
  "productPrice": [{
    "name": "Setup Price",
    "priceType": "one time",
    ...
    ...
    "price" : {...}
  }]}
A JSON Patch document such as

```
[ 
  { "op": "remove", "path": "/productPrice? productPrice.name=Setup Price" }
]
```

Meaning: remove from product structure the component within the array whose attribute name has a value of “Setup Price” (the first component within the array)

would result in the following Product resource

```
{
  "id": "4501",
  "description": "This product .... ",
  ...
  ...
  "productPrice": [{
```
"name": "Regular Price",
"priceType": "recurring",
...
...
"price": {...
    ]}
}}
}

1.6.5 Example 5 - Replacing an attribute from one of the components of an array

Considering a ProductOffering resource such as

/{ProductCatalog-apiRoot}/productOffering/{IDoff1}

{
    "id": "42",
    "description": "Virtual Storage Medium",
    "lifecycleStatus": "Active",
    ...
    ...
    "productOfferingPrice": [{
        "name": "Monthly Price",
        "priceType": "recurring",
        ...
        ...
        "price": {
            "amount": 12,
            "units": "EUR"
        }
    }
    ,
    {
        "name": "Setup Price",
        "priceType": "one time",
        ...
        ...
        "price": {
            "amount": 5,
            "units": "GBP"
        }
    }
    ]}
A JSON Patch document such as

```json
[
  { "op": "replace", "path": "/productOfferingPrice/price/amount?productOfferingPrice.name=Monthly Price", "value": "25" }
]
```

Meaning: update the attribute named `amount` in `productOfferingPrice` structure for the component within the array whose attribute `name` has a value of “Monthly Price” (the first component within the array), the new value of `amount` must be set to 25

would result in the following `ProductOffering` resource

```json
{
  "id": "42",
  "description": "Virtual Storage Medium",
  "lifecycleStatus": "Active",
  ...
  ...
  "productOfferingPrice": [{
    "name": "Monthly Price",
    "priceType": "recurring",
    ...
    ...
    "price": {
      "amount": 25,
      ...
    }
  }
```


"units":"EUR"
}
},
{
"name": "Setup Price",
"priceType": "one time",
...
...
"price":{
    "amount":30,
    "units":"EUR"
}
}
}}
}

1.6.6  Example 6 - Replacing a complete component of an array

Considering a ProductOffering resource such as

/{ProductCatalog-apiRoot}/productOffering/{IDoff1}

{
"id": "42",
"description": "Virtual Storage Medium",
"lifecycleStatus": "Active",
...
...
"productOfferingPrice": [
    "name": "Monthly Price",
    "priceType": "recurring",
    ...
    ...
    "price":{
        "amount":30,
        "units":"EUR"
    }
}
A JSON Patch document such as

```json
[{
  "op": "replace", "path": "/productOfferingPrice/price?productOfferingPrice.name=Setup Price", "value": {"amount":"40","units":"USD"
}
}]
```

Meaning: update the price structure, the component within the array whose attribute name has a value of “Setup Price” (the second component within the array), replacing the complete structure of that component with the new one provided

would result in the following ProductOffering resource

```json
{
  "id": "42",
  "description": "Virtual Storage Medium",
  "lifecycleStatus": "Active",
  ...
}
```
1.6.7 Example 7 - Replacing an attribute from one of the components of a complex array (resolving ambiguities)

Considering a ProductOrder resource such as

/{ProductOrdering-apiRoot}/productOrder/{IDord1}

{
    "id": "3774",
    "description": "This product order covers ... ",
    "productOfferingPrice": [
        {
            "name": "Monthly Price",
            "priceType": "recurring",
            ...
            "price": {
                "amount": 12,
                "units": "EUR"
            }
        },
        {
            "name": "Setup Price",
            "priceType": "one time",
            ...
            "price": {
                "amount": 40,
                "units": "USD"
            }
        }
    ]
}
"requestedCompletionDate": "2017-07-14",
...
...
"orderItem": [{
    "action": "add",
    "quantity": 1,
    "productOffering": {
        "href": "/productOffering/1513",
        "id": "1513",
        "name": "Offer Good Plan"
    }
},
...
...
"product": {
    "relatedParty": [{
        "name": "Mary",
        "role": "customer"
    }]
},
},
{
    "action": "add",
    "quantity": 1,
    "productOffering": {
        "href": "/productOffering/1513",
        "id": "1513",
        "name": "Offer Good Plan"
    }
},
...
...
"product": {
A JSON Patch document such as

```json
[
  {
    "op": "replace",
    "path": "/orderItem/quantity?orderItem.productOffering.id=1513 &orderItem.product.relatedParty.role =customer& orderItem.product.relatedParty.name=Mary",
    "value": "25"
  }
]
```

Meaning: update the `quantity` parameter in the `orderItem` structure, for the component within the array whose attribute `productOffering.id` has a value of “1513” but also whose attributes `product.relatedParty.role` and `product.relatedParty.name` have a value of “customer” and “Mary” (the first component within the array of `orderItems`), the new value of `quantity` must be set to “25”.

In this case there are two components within `orderItem` array with attribute `productOffering.id` set to “1513”, therefore an additional detail is required to identify the specific attribute impacted by the operation.

would result in the following ProductOrder resource

```json
{
  "id": "3774",
  "description": "This product order covers ... ",
  "requestedCompletionDate": "2017-07-14",
  ...
  ...
  "orderItem": [
```
"action": "add",
"quantity": 25,
“productOffering”:{
    “href”:”/productOffering/1513”,
    “id”:”1513”,
    “name”:“Offer Good Plan”
}
...
...
“product”:{
    “relatedParty”:{{
        “name”:“Mary”,
        “role”:“customer”
    }}
}
},
{
"action": "add",
"quantity": 1,
“productOffering”:{
    “href”:”/productOffering/1513”,
    “id”:”1513”,
    “name”:“Offer Good Plan”
}
...
...
“product”:{
    “relatedParty”:{{
        “name”:“John”,
        “role”:“customer”
    }}
1.7 JSON Patch with “filter” selector  
(JSON Path)

Considering a troubleTicket resource such as /api/troubleTicket/1:

```
{
  "id": "1",
  "note": [
    {
      "date": "2013-07-25T06:55:12.0Z",
      "author": "John Doe",
      "status": "Edited"
    },
    {
      "date": "2013-07-24T09:55:30.0Z",
      "author": "Arthur Evans",
      "status": "Edited"
    },
    {
      "date": "2013-07-25T08:55:12.0Z",
      "author": "John Doe",
      "status": "Archived"
    }
  ]
}
```

The existing specification enables a JSON Patch document such as following where the condition is based on a simple path with a query expression:

```
[
  {
    "op": "add",
    "path": "/note?note.author=John Doe",
    "value": "Informed"
  }
]
```

The JSON Path “filter” selector documented in Design Guidelines Part 6 will enhance the query capabilities by augmenting them with the JSON Path syntax.
1.7.1 Example 1 - Adding an attribute to one of the components of an array

Add where the "note" array has an "author" called John Doe

```
[{
  "op": "add",
  "path": "note[?(@.author=='John Doe')]",
  "value": {"text":"Informed"}
}
]
```

Applying the above path to the sample JSON will result in the following path to be automatically computed: "$['note'][1]"

Example: add where the "author" is "John Doe" and the "status" is "Edited"

```
[{
  "op": "add",
  "path": "note[?(@.author=='John Doe' && @.status=='Edited')]",
  "value": {"text":"Informed"}
}
]
```

All the other capabilities are also supported through the JSON Path mechanisms either by a simple path, by a predicate expression or by a combination of them:

1.7.2 Example 2 - Removing one or multiple elements of an array where the JSON Path predicate condition is being satisfied

Example:

```
[
  {
    "op": "remove",
    "path": "note[?(@.author=='John Doe')]"
  }
]
```

Note: JSON Path capabilities on arrays are described in the "Operators" section of the Design Guidelines Part 6.

1.7.3 Example 3 - Removing one element of an array based on the JSON Path expression

Example:

```
[
  {
    "op": "remove",
    "path": "note[?(@.author=='John Doe')]"
  }
]
```
"path": "note[?(@.author='John Doe')].date
]
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